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**SET**

Sequential data structures such as arrays (lists), stacks, queues, and linked lists should sound familiar to you by now. In this chapter, we will cover a data structure called sets, which is also a sequential data structure that does not allow duplicated values.